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Abstract
This bachelor’s work aims to develop an application using a modern technology stack. The

business model is based on subscriptions, a model that is becoming more and more widespread.

Part of the project is mainly focused on the realization of the ecosystem, which is why after a

chapter on the design of the application from the user’s point of view, different technological

aspects such as the choice of frameworks and security are studied.

Key words: application, business model, design, ecosystem, framework, Ionic, Cordova,

Node.js, npm, Javascript, Typescript, Firebase, Firestore, database, NoSQL, Stripe, Authentica-

tion, schedule cloud functions.
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1 Introduction

Nowadays, more and more companies are opting for a business model with a subscription. In

this model, the customer pays a recurring price at regular intervals in order to have access to

the company’s products or services. This system has several advantages from the point of view

of both the seller and the customer.

As for companies, they benefit from this because they are assured of a predictable and constant

source of income from registrants for the duration of the subscription. Not only does this

greatly reduce business uncertainty and risk, but it also allows for advance payments, while

allowing customers to focus on using the service and, therefore, extend the service by signing

a contract for the next period, at the end of the current contract.

From the marketing analyst’s perspective, this has the additional advantage that the supplier

knows the number of currently active members since a subscription generally involves a

contractual agreement. This so-called "contractual" system makes customer relationship

management much easier because the analyst knows who is an active customer and who has

recently withdrawn.

On the consumer side, they will perceive subscriptions convenient if they think they will buy a

product on a regular basis and that they could save money. In addition, a subscription model

can be beneficial to the customer if it forces the supplier to improve its product. As a result, a

psychological phenomenon can occur when a customer renews a subscription, which may

not occur in a one time transaction: if the buyer is not satisfied with the service, he or she can

simply leave the subscription and find another seller.

This contrasts with many single-use transactions, where customers are forced to make signifi-

cant commitments due to high prices. Some argue that, the "one-time purchase" model does

not encourage sellers to maintain relationships with their customers (after all, why should

they care after receiving their money?).

The subscription model should align the customer and the supplier towards common objec-

tives, as both are likely to benefit if the customer receives an added value from the subscription.

The customer who receives value is more likely to renew the subscription and possibly at a

higher rate.
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Chapter 1. Introduction

It is in this context that the idea of an application offering a free drink as well as commercial

advantages per day came up. This application, called FYZZ, is the result of careful work on this

subscription model that many other companies have chosen, such as Netflix1 a subscription-

based streaming service which offers online streaming of a library of films and television

programs, or Spotify2, an audio streaming platform.

A first part of this report will be devoted to the presentation of the ecosystem from a user’s

point of view. It is a question of showing here, how the application works as well as showing

the whole process: from downloading the application to consuming the service.

In the second part, the realization of the ecosystem will be explained. The architecture,

database, server and security will be part of the theme of this chapter.

1https://www.netflix.com/ch-en/
2https://www.spotify.com/ch-fr/about-us/contact/
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2 The ecosystem of FYZZ

In this chapter we will see the ecosystem from the user’s end. Although it is a simple concept, it

has to be as straightfoward and userfriendly as possible while reducing to the strict minimum

the workload for the business partners. Indeed, the modern society in which we live has very

little tolerance for waiting time and complexity. This is why this application has been designed

in such a way that the user can enjoy FYZZ services with as few clicks as possible. Figure 2.1

shows the screenshots of the important pages of the application. In fact the only pages needed

in order for the customers to benefits from the goods and services.

In order to be able to explain the entire application process, it is advisable to first introduce

the actors interacting with each other,and then briefly describe the design.

2.1 Design

Most people using digital media are either on a desktop or a mobile phone. As mentioned

earlier, we live in a fast paced society and people are now looking to spend less time to get

more done without having any issues to deal with. Therefore, they are rushing into mobile

apps because of their functionalities and the ability to get things done quickly. But how can

we improve this and make a mobile app better?

The answer might be UI/UX app design. It is nowadays unthinkable to neglect the design

of an application as it is an important factor to create engagement. Indeed, all technology

companies are constantly innovating the design of their products, both in terms of software

and hardware. The design of an app enhances the user experience, which is the biggest factor

that ensures the success of an app. To understand the importance of UI/UX app design [12],

let us understand the terms well.

What is UI? The abbreviation UI stands for User Interface. It is the way through which users

can interact with any mobile apps. User interface design for mobile applications is aimed

towards easy, enjoyable and effective interactions between users and the app. The primary

goal of UI is to provide the best interaction possible.

What is UX? UX stands for User Experience. The whole idea of UX is to create a system that

provides the best experience to the users. The aim of UX mobile app design is to turn cus-

3



Chapter 2. The ecosystem of FYZZ

(a) Main page. (b) Shop page top.

(c) Shop page bottom. (d) Bar page top.

Figure 2.1 – FYZZ screenshots taken on Android.

tomers into loyal customers by providing a positive experience to them. UX is responsible for

a user’s journey through the mobile app or website which ultimately decides the success of

4



2.2. Interaction between stakeholders

the business[6].

Mobile app UI/UX designs are always put together as they are complementary to each other.

For an app to be successful the UI/UX app design must be the best.

FYZZ uses iOS UI, respectively android material design to build the user interface on both plat-

forms, iOS and android. The app must evoke the night, the outing, as well as the commercial

discounts. That’s why the theme is composed of dark colors. The overall design is refined and

minimalist with a black and white map as well as a personalized font. In order to facilitate the

user experience, FYZZ uses color codes: orange-red for commercial discounts, and blue for

the drinks, as Figure 2.1a. On a specific establishment page, only the necessary and relevant

information are shown such as the description, the kind of promotion, music, and business

hours.

2.2 Interaction between stakeholders

This concept proposes a triangle-shaped human interaction as in Figure 2.2, composed of

employees of FYZZ, owners of establishments and clients/users.

Figure 2.2 – Triangle interaction

Since it implies three actors, three cases of interactions are possible: FYZZ-owners, FYZZ-

clients/users, owners-clients/users. These dynamic interactions will be shown in some use-

case diagrams in order to fully understand the process of the app. From the clients end, they

can perform basic actions on the app such as look at all the Establishments on the map as

well as their information, search a specific establishment, pay for a subscription, scan a free

drink or a promotion and obtain help within the app. Figure 2.3 shows the full synergy the

user has with the app and the other actors. The dotted lines indicates that the communication

is implicit, such as paying for a subscription, as this process is fully automated. Indeed,

automation is key, therefore physical interaction is needed only when necessary, like the

scanning of a QR code.

From the owners end, they view this app as a marketing tool. They can get referenced and

listed, which give them more visibility. Owners can also publish notifications, thus attracting

potential customers. Once a customer wants to activate their coupon of the day, the establish-

ment has to present the QR code which then need to be verified by an employee through a

unique verification code. Bars and restaurants get a refund at a purchase price for every beer,
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Chapter 2. The ecosystem of FYZZ

Figure 2.3 – Use case from clients end: the dotted lines indicate an automated interaction
between the stakeholders.

coffee or mineral given through the app. Figure 2.4 shows the communications between the

owners and the other actors. Note that all interactions with clients as well as FYZZ employees

uses straight lines as nothing is automated yet in this situation. The refund of the beverage is

done outside of the app.

Figure 2.4 – Use case 2 from owners end.
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2.3. Business Process

2.3 Business Process

Nowadays, everything goes fast and mobile users tend to have less tolerance against complex

apps. Therefore, FYZZ is built in such a way that it is easy to use and intuitive. At the very

beginning, which is the free downloading of the app through the Apple store and the Google

Play store, FYZZ can be viewed in two distinct ways. First, it can be used as a free referencing

tool like the well known "local.ch"1, a Swiss website. Indeed, FYZZ references the establish-

ments in the app which the users can search and filter by category such as bars, restaurants

and boutiques. It is only when the customers decide to sign up for a subscription that they

can take advantage of the promotions and the free drink offered by the business partners.

Consequently, the need of a good transaction process is essential and far too important as it

represent the core process of FYZZ and contributes to the benefits of the company.

The transaction process in question is to convert the daily offer the users have to a consumable

good through a scan method. This process must be simple and intuitive. First, the client open

the app once he or she steps in a referenced establishment. At the very beginning, the app

checks the user’s personal data stored on a cloud to see whether the offers (one drink and one

promotion) are activated for the day. Figure 2.1a shows two banners in blue and red-orange

at the top of the map, indicating that offers are available. The user can then navigate to the

corresponding establishment page where the scan button is enabled (if the offers are not

available, the scan button is then disabled). The user tells to an employee of the establishment

that he is a FYZZ customer. Following this step, the worker presents a QR code specific to the

merchant that the user scans. The app then check upon scanning the QR code whether it

belongs to this establishment. If not, an error alert is prompted and the scanning is cancelled.

If the code indeed belongs to this establishment, a verification code alert is prompted and the

shopkeeper has to enter his specific four-digit code to validate the scanning. If the four-digit

code is incorrect, the manipulation is taken back to the establishment page. If the four-digit

code is correct, a greeting alert shows up and the user can now enjoy his promotion or his free

drink of the day. While the greeting alert is on screen, the boolean variable of the offer as well

as the scanning boolean variable are set to false in the cloud. The scanning button is then

disabled on the app (see figure A.4) and the offer of the day will be unavailable until the next

day (at 00:01 UTC). Security of these variables are essential as it can not be possible for a user

to manually set back the time on his phone in order to scan for a second time in the day. The

resetting of those variables will be explained in the next chapter.

It should be noted that the shopkeeper is implied in only one step because it is important

to keep the workload of the FYZZ business partners to a minimum. Therefore, the scanning

process can be summarized in three major steps: going on the page of the corresponding

establishment, scanning the QR code and finally verifying the QR code. The user clicks only

two times during the whole process and the shopkeeper enters the verification code. Although

it is already a simple process, it can be improved in the future where the QR code could be

given to the users (in the app) instead to the establishment. A scanning device could then be

needed and would be provided to the business partners in order for this new process to work.

1https://www.local.ch/en
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Chapter 2. The ecosystem of FYZZ

In this situation, only a single click is enough, eliminating the shopkeeper’s involvement. Due

to a lack of time and money, this alternative has been abandoned but remains nevertheless a

significant option for a possible future project.

Figure 2.5 shows the full scanning process. The first two pools (clients and establishment)

happen in the app whereas the third pool happens in the cloud-server and database.

Figure 2.5 – Activity Diagram of the scan process

8



3 The realization of the ecosystem

This more technical chapter is dedicated to the development of the ecosystem. This is not

just a simple app as FYZZ uses a stack of modern technologies. As there are several software

solutions and plugins on the market, the design, implementation and operation of such a

service require strong cooperation between these different types of integration. Questions like

what technology is used, how is the architecture of the database build, how is the scanning

process coded and how to prevent time cheat, will be discussed.

3.1 Goal of the project

Let us briefly recall the purpose of this project: Fyzz is a subscription that allows users to

enjoy a free drink (coffee, mineral or draught beer) per day. In addition to this privilege,

customers can enjoy commercial benefits. The users can look for a specific establishment

which is referenced in the application. To validate their offers, users must go in the page of the

establishment and validate their offer by scanning a QR code.

In order to target the maximum number of users, it is imperative to be able to build the appli-

cation on the two largest and well known OS system which are Android and iOS. A database is

required to handle the users data as well as the establishments one. Finally, a strong security

system is needed to handle the transactions without the user being able to cheat.

3.2 Choice of technology

This concept, although simple, must nevertheless integrate several different framework to

carry out this project. There exist multiple solutions to achieve this application, and the

choice of frameworks depends only on the programmer’s affinity with them. Figure 3.1

shows all the technologies used and is divided into four parts: the text editor and all the

programming languages used, the mobile application development frameworks, the front-end

mobile optimized library, and the database.

9



Chapter 3. The realization of the ecosystem

The preferred text editor is atom (see Appendix A.1) since it supports plugins written in Node.js

and was developed by Github which is good for versioning.

Figure 3.1 – Technologies used

3.2.1 Ionic Cordova

Because the application needs to be on both iOS and Android platforms, and to shorten

development time, Ionic[4] and Apache Cordova[1] are chosen. Apache Cordova is a mobile

development framework that allows developers to create hybrid mobile apps using web

technologies like HTML, CSS and JavaScript, meaning that they are neither truly native mobile

application (because all layout rendering is done via Web views instead of the platform’s native

UI framework) nor purely Web-based (because they are not just Web apps, but are packaged

as apps for distribution). Hybrid apps are hosted inside native applications that allow them to

access to native device APIs such as the device’s camera, pedometer and other functionalities,

removing the need to develop for a specific operating system separately. Ionic on the other

hand is a front-end, mobile-optimized library that can be used to make Cordova applications

look native. It is in fact build on top of Cordova so it can use the ability to access the native

device’s APIs (Appendix A.2 shows all the plugins used in the project). Other alternatives like

Flutter (Google’s own mobile development framework), React Native or just Native all have

their own benefits. But for the sake of time and cost efficiency, Ionic Cordova was chosen

instead. Table 3.1 shows the comparison between a software development kit (SDK) such as

Ionic and Native coding.

To execute Javascript code outside of a browser, the installation of Node.js[8] is necessary.

It is an open-source, cross-platform JavaScript run-time environment which comes with its

default package manager npm[9] (originally short for Node Package Manager). Appendix A.3

shows the information about the project setup as well as the system and environment.

10



3.2. Choice of technology

Table 3.1 – Ionic vs Native.

Ionic Native

Tech knowledge required HTML, CSS, JavaScript/-
Typescript

Swift / (iOS), Java (Android)

create versions for other
OS?

Yes - Ionic can run the same
code regardless of the plat-
form.

No - need to build a new ver-
sion from scratch.

Can access native features Most native features can be
accessed with Cordova plug-
ins.

Yes and new features are
supported from day 1.

Performance Can feel clunky but this can
be mitigated with good de-
sign practises.

Will create the smoothest
and fastest feeling apps as
there are no layers of ab-
straction in code.

Reliability Relies on third party plugins
which save on development
time, but any issues with a
plugin will cause issues with
the app.

The most reliable, however
it will need experienced de-
velopers to do maintenance
for each operating system.

Time and cost The quickest and cheapest. Each version for each oper-
ating system will cost a sim-
ilar amount to create and
maintain – no shortcuts.

The main programming languages used are HTML, Javascript, Typescript and CSS for page

rendering. Although Cordova uses plugins to access native device functionalities, some of

them need specific authorization that can be specified only in the native files. Therefore the

use of Swift and Java was necessary.

3.2.2 Firebase and Firestore

Now that the mobile frameworks are chosen, a database is needed to store the client’s and

establishment’s data. This database will also handle the data of the scanning transaction

as well as the process of it. Firebase is Google’s mobile and web application development

platform. It proposes services1 such as authentication, Firebase Storage, cloud Firestore, cloud

functions and many more. Cloud Firestore is discussed in this subsection.

Cloud Firestore[2] is what is known as a NoSQL database like MongoDB2 which some people

are familiar with. In traditional relational databases like MySQL3 or mobile frameworks like

1https://firebase.google.com/products
2https://www.mongodb.com/what-is-mongodb
3https://en.wikipedia.org/wiki/MySQL
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Chapter 3. The realization of the ecosystem

SQLite or Core Data4, every table has its own schema, which means that every row in that

table is strictly defined. A specific set of columns can be added per row, and every column has

its own very strict rules about what kind of data type goes in there. Because of this very strict

schema, people usually end up storing one type of object per table in their database. And if

someone wants to associate one object with another object hanging out in another table, the

person is usually doing that by creating another column known as a foreign key that contains

the unique ID of that other entry in that other table.

In the NoSQL world, things are different. In general, all the data are not stored in neat tables

like in SQL. In fact, there is a number of different ways of how they can be stored: from a key

value storage, to a nested tree or to a collection of JSON objects. But one thing that most of

them have in common is that NoSQL databases are usually schema-less, which means there

is no database-level restrictions around what kind of data one can put at any point in the

database. This approach seems odd at first but it does have some advantages. Working with

a schema-less structure means that the database design can easily be iterated by adding or

changing fields as needed without breaking. It can also come in handy in other situations

where other data are stored and similar to another but not exactly the same[7]. For example,

FYZZ can easily include tattoo parlors and skydiving lessons in the bars section and the

database would not care that one object has a tandem-jumps field and another has a tattoo-

style field. The drawback is that the application will need to be coded defensively. While

security rules can be set up to help enforce what kind of data are put at what place, there is

not a guarantee at the database level that a certain set of data will be retrieved at any time.

That means that some checking on the client side are needed to make sure the desired data

is really what is expected and fail nicely when it is not. Nevertheless, defensive coding is a

good habit to have, particularly in the mobile world, where it is not always guaranteed that

users will be running the latest version of the application against the latest iteration of the

database. Another significant advantage of a NoSQL database over traditional databases is

that it is able to distribute its data across multiple machines fairly easily. Indeed, with most

relational databases, if the application gets popular and the database needs to be scaled up to

a larger data set over time, it generally need to be put on bigger and more robust machines.

This is known as vertical scaling. On the other hand, with many NoSQL database like Cloud

Firestore, if the database needs to be scaled up to a larger data set, it can distribute that data

across several servers. This is known as horizontal scaling. It is for these reasons, a NoSQL

structure was chosen to build the database of FYZZ.

Cloud Firestore meets the criteria mentioned above. It is a collection of documents which are

stored in a tree-like hierarchical structure like in Figure 3.2. These documents are similar to

JSON objects or dictionaries. They consist of key value pairs, which are referred to as fields in

the Cloud Firestore. The value of these fields can be any number of things, from strings, to

numbers, to binary data, to smaller JSON looking objects, which the developers of Firebase

has named "maps". However, there are a few rules to follow:

• Collections can only contain documents and nothing else

4https://en.wikipedia.org/wiki/Core_Data
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3.2. Choice of technology

Figure 3.2 – An example of the Firestore structure (taken from https://proandroiddev.com/
working-with-firestore-building-a-simple-database-model-79a5ce2692cb)

• Documents can not exceed 1Mb in size

• A document can not contain another document. It can however point to sub-collections,

but not other documents directly. (The following is possible: a collection containing

documents, which then point to sub-collections that contain other documents, so on

and so forth.)

• The root of the tree can only contain collections.

As a general rule, one will be drilling down into the structure by specifying a collection, then

a document then a collection, then a document, and alternating like to obtain a document

containing the desired data. Since this code can be messy, it is better to specify the document

or collection by creating a path to that document like so:

Listing 3.1 – Usage of path

1 firestore.document ("User/{ userId }/ workouts/super_yoga")

In the application FYZZ, the database has the following structure. The root is composed of

four collections which are "Advantage" (collection of merchants), "Bar", "Resto" and "User".

The first three collections share the same configuration which can be seen in figure 3.3a. The

"User" collection is a bit different having three other sub-collections ("Source", "Stripe" and

"Token") tied to each document like in Figure 3.3b. Note that every document here have a

generated unique ID.

Now that FYZZ has a good data structure by adopting a NoSQL type of database, the application

13
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(a) Shops (establishment) collection.

(b) Users collection.

Figure 3.3 – Screenshots of the Firestore console.

needs a good way to fetch the data without blocking the code to wait for a result. Luckily,

and because the engineers on the Firebase SDK are putting great effort into making their

APIs consistent and easy to use, the calls that deal with reading and writing data are fully

asynchronous.

In computer science, a synchronous execution means that the code execution will block for
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the API call to return before continuing (all the executions are treated by the same thread).

The definition can be simplified as a code that is executed in sequence – each statement waits

for the previous statement to finish before executing. This means that until a response is

returned by the API, the application will not execute any further. An asynchronous execution

on the other hand, do not block for the API call to return from the server. All the code is still

executed on a single thread for the whole application, but the I/O operation are delegated to

other threads while the main thread executes the code of another request. This means that the

execution continues on in the program, and when the call returns from the server, a "callback"

function is executed [11].

In short, using a synchronous call for this type of project is not only bad but dangerous too.

Indeed, stopping the code to wait for an execution that could take a long time must be avoided.

Specially in an application runtime environment where the main thread is controlled by an

event loop, which goes through a queue of work items forever until the application process

dies. These items include handling events, rendering to screen, animations and many other

things related to the UI. If one of these work in the event loop takes too long, the application

will appear jerky or even completely stuck. Therefore it is critical to make sure the main

thread never blocks, so the UI is always smooth and responsive[13]. Using asynchronous

calls means that the functions will return immediately without blocking the code to wait for a

result. It is then possible to call the functions on the main thread without worrying about the

performance and to keep the app responsive, and reducing waiting time for the user. Here is

an example of a piece of code extracted from the project:

Listing 3.2 – Asynchronous call with async/await

1 async loadData (){
2 let query: any;
3 barCode: string;
4 ...
5 console.log ("1. The bar code = " + this.barCode);
6 try{
7 query = await this.barInfoCollection.ref.where(’Name ’, ’==’, this

.barInfo.Name).get().then(querySnapshot =>{
8 querySnapshot.forEach(doc => {
9 this.barBeer = doc.data().CodeB;

10 this.barCoffee = doc.data().CodeC;
11 this.barMineral = doc.data().CodeM;
12 this.barCode = doc.data().CodeVerif;
13 this.barId = doc.id;
14 console.log ("2. The bar code = " + this.barCode);
15 }).catch(error1 => {
16 console.log("Error getting document: ", error 1);
17 });
18 }).catch(error2 => {
19 console.log("Error getting query: ", error 2);
20 });
21 } catch (err) {
22 console.log(err);
23 }
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24 console.log ("3. The bar code = " + this.barCode);
25 ...
26 }

Three logs (line 5, 14 and 24) are implemented here to show how the asynchronous mechanism

works. Let the "CodeVerif" on the database side be "1234". One would expect the log to be:

1. The bar code = unknown

2. The bar code = 1234

3. The bar code = 1234

However, the document fetch method get() in line 4, is asynchronous, and it returns immedi-

ately, before the callback that handles the query snapshot is invoked. Then that callback will

be invoked later on the main thread, so it can safely update the UI if necessary. This means

the third log executes immediately after the first one, before the callback is invoked with the

second log like so:

1. The bar code = unknown

3. The bar code = unknown

2. The bar code = 1234

The third log has an unknown value due to the fact that it is executing before the callback

where the second log is. Notice the use of async/await[5] syntax. It allows for a clean and

concise codebase with fewer lines of code and less typing. In addition, error handling with

try/catch is in one place, rather than in every call. Finally, to use this Firebase APi, one must

think asynchronously.

3.2.3 Stripe

Because FYZZ is a subscription based consumming service, it needs to have an automated

payment process in the application. Ionic Cordova proposes a number of free APIs for pay-

ment processing such as Alipay, Apple Pay, Paypal and Stripe. As the goal is to target iOS as

well as Android users, Apple Pay can not be a wise choice. The same goes with Paypal since

not every body has a Paypal account. To simplify the payment process, only the credit card of

the users is needed without the need of creating an account. Stripe comes in handy to this

situation. It provides an API that web developers can use to integrate payment processing.

To be able to use Stripe, FYZZ must be registered as a company and proves through various

documents that it is indeed a real business or business to-be. A secret key is then given.

In the application, when the users want to subscribe, a payment form pops up like in Figure A.5.

The users then enter their credit card information which is sent directly to the Stripe API. Upon

receiving the data, Stripe sends back a token which is then stored in Firestore in the user’s

respective document. The credit card information never transit to the FYZZ back-end. The
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only information sent to the database is the token retrieved from Stripe. This token, alongside

with the secret key, is used to generate the customer_id in the payment server. The token is

then sent to the Stripe API in order to create the customer on the Stripe server. This server

stores the customer_id associated with the user. This customer_id can later be used to charge

the client. Figure 3.4 shows the sequence diagram of the payment process.

The security aspect of the process payment will be discussed in the next section.

Figure 3.4 – Stripe sequence diagram

3.3 Security

Security is a big concern in this project as it handles users data and transaction that needs to be

safe. FYZZ has several data layers to keep secured at all cost: these are the stripe transactions,

the Firestore read and write permission, and the scanning process. But let us first of all take an

interest in authentication, an aspect not to be neglected.

3.3.1 Authentication

Nowadays, the majority of people carry a mobile phone and there exist a number of way

to sign up for services: email, phone number and social account like Google, Facebook or

Twitter. The question is what would be a good option to choose for this type of project as

there exist multiple solutions. This choice will provide a first security barrier to prevent fake

account. To make the choice relevant, let us have a look at the users data that is stored in

Firestore: the birth date, the city and its postal code, the first name and last name, the sex and
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finally the email address. As FYZZ does not propose a sensitive service involving personal data

to be shared, only the authentication through the email is enough. Other than preventing

fake accounts, it prevents people from using other people’s email addresses and enables a

password/login retrieval system. The drawback is that there is no way of knowing if the email

address used is just a throwaway address. Using the phone number as an authentication

solution is a good alternative but can be intrusive as some people do not want their phone

number to be shared. Indeed, an application must have good reasons to ask its users to verify

a number, as it can be part of privacy laws. As only the necessary data mentionned aboved are

needed, the email verification only is ’justified’ in that case.

The following steps show how the email verification works in FYZZ:

1. The user sign up to create an account (see fig 3.5a).

2. A verification link is sent to the user’s email (see fig 3.5b).

3. The user click the verification link and is good to go.

The sign up form (as well as the login form) captures the users credentials which are then

sent securely to Google’s server. Upon receiving the credentials, Firebase invalidates them,

and sends back an authentication token to the users so it is possible to access the data in the

front-end from this token such as the name or the email of the user that has just logged in or

signed up. When requests are made to the Firebase server after login for example, then this

token is sent along. So when a request is made to change some kind of data in the Firestore,

the server will be able to look at the authentication token of that request and handle the data

based on that user’s token[10].

3.3.2 Stripe’s security

Another important security point is the subscription itself. Indeed, the users must enter their

credit card information, which is a highly sensitive data. To limit the liability that would be

related to FYZZ, the credit card information never transit to the FYZZ back-end (see figure 3.4).

Therefore, FYZZ relies on the security of Stripe on this aspect. As security is one of their biggest

consideration, here is a brief explanation of the security at Stripe[14].

It forces HTTPS (Hyper Text Transfer Protocol Secure a protocol to secure the communication

between two system) for its service using TLS (Transport Layer Security, a cryptographic

protocol designed to provide communications security over a computer network). The Stripe

libraries connect to Stripe servers over TLS and verify TLS certificate on each connection.

All card numbers are encrypted with AES-2565 (The Advanced Encryption Standard with a

key length of 256bits). Decryption keys are stored on separate machines. None of Stripe’s

internal servers are able to obtain plaintext card numbers. Stripe’s infrastructure for storing,

decrypting, and transmitting card numbers runs in separate hosting infrastructure, and does

not share any credentials with Stripe’s primary services.

5https://en.wikipedia.org/wiki/Advanced_Encryption_Standard
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(a) FYZZ sign up form. (b) Email verification link.

Figure 3.5 – Email authentication.

3.3.3 Database access

All the information of the establishment and users on the application are stored on Firestore.

Upon the creation of a FYZZ account, the user create a document on the database. Once

signed up, the user can read the information of the establishment fetched on the database.

Thus there are two mechanism that exist here which are read and write. Because we are never

too careful, it is better to protect the infrastructure with security rules to provide access control.

Firebase API proposes a system that consist of match statement which identify documents

in the database, and allow expressions, which control access to those documents. In the

application, the users can read all the establishments information but they can write/modify

only their own data related to their profile. Here are the security rules that match the "User"

collection:

Listing 3.3 – Firestore security rules

1 service cloud.firestore {
2 match /databases /{ database }/ documents {
3

4 ...
5

6 match /User/{ userId} {
7 allow read: if true;
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8 allow update , delete: if request.auth.uid == userId;
9 allow create: if request.auth.uid != null;

10

11 match /Source /{ source} {
12 allow read , update: if request.auth.uid == userId;
13 allow create: if request.auth.uid != null;
14 }
15 match /Stripe /{ source} {
16 allow read , update: if request.auth.uid == userId;
17 allow create: if request.auth.uid != null;
18 }
19 match /Token /{ source} {
20 allow read , update: if request.auth.uid == userId;
21 allow create: if request.auth.uid != null;
22 }
23 }
24 }
25 }

On line 8, "request.auth.uid == userId" specifies that only this user that is logged in can update

and delete the its own document.

3.3.4 Transaction - scanning process

The hardest part of the project is to find a solution to counteract users cheating with the time.

Indeed, since FYZZ allows one free drink and one promotion per day only, once the user have

activated the offer by scanning the QR code related to it, the scanning button is disable until

the next day at 00:01 UTC. How can the program ensure that when the users set the time back

in their phone settings, the scanning button would not be enabled again?

It is quite impossible to use a solution without involving a server. Indeed, if all the data and

the system is held in the users device, they can easily change the phone settings or access their

application data. Here are some solutions to keep the scanning button disabled until the next

day, all involving a server:

• Synchronizing data with the server: the idea here is to synchronize the data with the

server from which the application gets a timestamp and a key. The application should

synchronize with the server at least every minute in the case of FYZZ (for example if a

user decides to take a drink at 23:59 and the scanning has to be enabled again the next

day at 00:01). When synchronizing again, the application sends the current timestamp

with the key to the back-end server which then compare the timestamp. With some

mathematical functions, the server can reproduce the real timestamp. This solution

is extremely greedy as it has to compute every minute. With a database that grows

overtime with more users signing up, it can not be an efficient solution.

• GPS timestamp from geolocation: a better solution would be to use the timestamp
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from geolocation since GPS signals has their own time. But again, the server must keep

track of the time. Furthermore, there exist several Cordova plugins, where the timestamp

are locally generated (from the device). Only one plugin worked where the timestamp

comes from the location but the problem was that it did not work with the latest iOS

and Android sdk. This solution works well in cities because the phone network is strong,

but it can be lagging in the countryside. As the previous solution, it can be expensive in

terms of computation cost.

• Trusted timestamp[16]: a complicated but efficient solution. The idea it to prove the

existence of certain data before a certain point without the possibility that the owner

can backdate the timestamp. Indeed, upon querying the server, the timestamp is signed

with a hash function so a counterfeit would be easy to detect. Figure 3.6 shows how

to get a timestamp from a trusted third party. In addition to being difficult to code, a

trusted third party time stamping authority which issues the timestamp are not free.

Figure 3.6 – Trusted timestamp (taken from https://en.wikipedia.org/wiki/Trusted_
timestamping

• Schedule cloud functions (cron job): a cron[15] is a time-based job scheduler. A cron

job is set to run periodically at fixed times, dates or intervals. Since FYZZ uses Google

API, there exist a solution to schedule functions using Firebase tools. Similar to a cron

job, Google Cloud Functions[3] allows to schedule HTTP requests to functions that is de-

ployed on the server. Indeed, after the code is written and deployed on Google’s servers,

it is possible to trigger the function directly with a HTTP request set by a scheduler using

a cron syntax (see figure 3.7). This solution is free, efficient and do not requires complex

coding skills. Among the proposed solutions, this is the best in terms of time efficiency

and still delivers a good security as one has to hack Google’s server in order to get the

data, which is not easy.

21

https://en.wikipedia.org/wiki/Trusted_timestamping
https://en.wikipedia.org/wiki/Trusted_timestamping


Chapter 3. The realization of the ecosystem

Figure 3.7 – Cron syntax (taken from https://en.wikipedia.org/wiki/Cron

For the reasons given above, the last solution was selected and integrated in the project.[. . . ]

These logs shown in Figure 3.8 show the good functioning of the system and the graph on

Figure 3.9 further supports the argument.

Figure 3.8 – Scheduled function logs (taken from the Firebase console)

Figure 3.9 – Scheduled function graph (taken from the Google Cloud console)
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3.3.5 verification code - scanning process

During the scanning process, a four-digit verification code is needed to fully validate the offer.

This code needs to be entered by the shopkeeper on the user’s phone once the verification alert

is prompted (see Figure 3.10). This part is essential to avoid counterfeit. Indeed, a client can

copy the behaviour of the application in order to make the staff of an establishment believe

that the customer is entitled to a drink or an offer when this is not the case. For example, the

client can make a scanning process that validates no matter the QR code. To enhance this

verification part, the four-digit code given to the establishment are renewed each month with

the help of a schedule function. This code is communicated by email to the owner of the

establishment. But even after this extra step, the client can still cheat the process by making his

application accepts all four-digit code. In fact, this problem can only be really solved if a check

is made directly between the staff and the server, via a device in the store. For example, instead

of establishment having QR code, the customers will have it in their phone. They present the

code to the device which will scan and and validates only the good QR code. Because this

process is very costly and hard to implement, it is left for a later iteration of the application.

Figure 3.10 – Verification alert
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4 Conclusion

4.1 Summary

To summarize in one sentence, Fyzz is an application build on iOS and Android that involves

three type of stakeholders (FYZZ employees, owners of establishments and users) and uses a

stack of several different modern technologies to provide a subscription-based service that is

to offer a free drink per day and a commercial benefit. The challenge of this type of project is to

build a simple yet userfriendly application to retain the users while providing a strong security

to secure the data. Process like the scanning need to be thought in the user’s direction which

means the fewer clicks the better. To achieve this, a good database architecture is needed. In

addition to that, and because FYZZ is modular and will probably facing changes in the near

future, the type of database need to be modular as well. NoSQL over SQL structure was a good

choice to address this concern. Finally, as FYZZ core business process evolves around the

scanning process, a good solution for this transaction is required. Cloud functions that are

scheduled and triggered at a specific time provide a good time efficiency in terms of coding

time and are not complicated to integrate while giving a good amount of security as the code

is stored on a remote server.

4.2 The future

As stated above, FYZZ will probably face changes either in terms of business or programming

aspect. More services such as the two already included (one drink and one promotion per

day) can be added. A premium subscription can be considered and several functionalities

can be integrated, such as the live direction on the map, or notification/vibration when the

user is located less than five meters from an establishment. A new way of transaction can be

implemented thus reducing the number of clicks when the user scans the offer. However, this

requires to completely change the scanning process: instead of scanning a QR code specific to

an establishment, a QR code is given to each users and a scanning device are mounted in each

referenced establishments.
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FYZZ welcomes changes as growth is only possible through challenging the mind to think new

thoughts.

4.3 Personal challenge

This work has been a challenge in several ways. First, finding a good application layout to

enhance the user experience was not easy. As I am a computer science student and not a

marketing student, I had to test different layouts through surveys to find the best one. Once

the layout chosen, I had to face how to set up a good transaction process of how to validate

the offer. As this handles sensitive data and avoiding the users to time cheat at all cost was

my priority, I had to find a way of building a good database structure and a good solution

to counteract the potential fraudsters. This project involving many different technologies

requires a lot of involvement, concentration and motivation to implemented all the pieces of

this puzzle.

Having the chance to work on a real application made available to the public has given me a

lot on both a personal and professional level. Thanks to these security problems, I was able to

develop new programming methods in software engineering.
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Figure A.1 – A screenshot of Atom text and code editor. The left panel shows how the files
are organized. In a page folder (here the bar page), four files can be found: one html, two
typescript and a scss file.
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Figure A.2 – Plugins used.

Figure A.3 – Information setup about the project, the system and environment.
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Figure A.4 – Used scan
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Figure A.5 – Stripe payment form
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